Use decision trees to prepare a model on fraud data

treating those who have taxable\_income <= 30000 as "Risky" and others are "Good"

> Fraud\_check <- read\_csv(file.choose())

> head(Fraud\_check)

# A tibble: 6 x 6

Undergrad Marital.Status Taxable.Income City.Population Work.Experience Urban

<chr> <chr> <dbl> <dbl> <dbl> <chr>

1 NO Single 68833 50047 10 YES

2 YES Divorced 33700 134075 18 YES

3 NO Married 36925 160205 30 YES

4 YES Single 50190 193264 15 YES

5 NO Married 81002 27533 28 NO

6 NO Divorced 33329 116382 0 NO

#As per problem statement, treating those who have taxable\_income <= 30000 as "Risky" and others are "Good"

> Fraud\_check$Taxable.Income <- ifelse(Fraud\_check$Taxable.Income <=30000, yes = "Risky", no = "Good" )

> table(Fraud\_check$Taxable.Income)

Good Risky

476 124

> str(Fraud\_check)

Classes ‘spec\_tbl\_df’, ‘tbl\_df’, ‘tbl’ and 'data.frame': 600 obs. of 6 variables:

$ Undergrad : chr "NO" "YES" "NO" "YES" ...

$ Marital.Status : chr "Single" "Divorced" "Married" "Single" ...

$ Taxable.Income : chr "Good" "Good" "Good" "Good" ...

$ City.Population: num 50047 134075 160205 193264 27533 ...

$ Work.Experience: num 10 18 30 15 28 0 8 3 12 4 ...

$ Urban : chr "YES" "YES" "YES" "YES" ...

#Converting into dummy variables for chr columns.

> Fraud\_check$Undergrad <- ifelse(Fraud\_check$Undergrad=='YES',1,0)

> Fraud\_check$Urban <- ifelse(Fraud\_check$Urban=='YES',1,0)

> MS\_single <- ifelse(Fraud\_check$Marital.Status=="Single",1,0)

> MS\_divorced <- ifelse(Fraud\_check$Marital.Status=="Divorced",1,0)

> MS\_married <- ifelse(Fraud\_check$Marital.Status=="Married",1,0)

> Fr\_check <- Fraud\_check

> Fr\_check <- cbind(Fr\_check,MS\_married,MS\_single,MS\_divorced)

#Build model using Party Library

> library(party)

> fc\_tree1 <- ctree(Fr\_check$Taxable.Income ~. , data = Fr\_check)

> plot(fc\_tree1)
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#Build model using tree Library

> library(tree)

> fc\_tree <- tree(Fraud\_check$Taxable.Income ~. , data = Fraud\_check)

Warning messages:

1: In tree(Fraud\_check$Taxable.Income ~ ., data = Fraud\_check) :

NAs introduced by coercion

2: In tree(Fraud\_check$Taxable.Income ~ ., data = Fraud\_check) :

NAs introduced by coercion

> plot(fc\_tree)

Error in plot.tree(fc\_tree) : cannot plot singlenode tree

#Build model using C50 Library

> library(C50)

> fc\_tree2 <- C5.0(Fr\_check[,-2],Fr\_check$Taxable.Income)

> plot(fc\_tree2)

![](data:image/png;base64,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)

#Build model using rpart Library

> library(rpart)

> fc\_tree3<- rpart(Fr\_check$Taxable.Income ~.,data= Fr\_check, method = 'anova')

> plot(fc\_tree3)

Error in plot.rpart(fc\_tree3) : fit is not a tree, just a root

As we can see from above 4 models, Due to lack of relevant information in data set we can conclude that unless and until a relevant variable is not introduced with this data, it won’t perform well. All the classification will be biased to one side.